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**Asynchronous function setTimeout**

A good example of asynchronous code is the case when the function setTimeout is used, i.e. setTimeout is an asynchronous function. Like starting another parallel process. After the set time it will call the defined function.

If there are code lines after the setTimeout statement they will be executed without waiting for the setTimeout function to finish.

In some of my applications there is some ugly used setTimeout statements. It stops the code for a while waiting for another asynchronous function to finish, like for instance loading a picture (element <image> src= …). This case can be solved with an event listener or like in the photo shows of the Homepage application. Before starting the photo show all images are loaded. TODO Verify in my code

The setTimeout statement is based on the callback principle. When an asynchronous process has finished a function (the callback function) will be called.

**Asynchronous functions object XMLHttpRequest**

In my web applications the class XMLHttpRequest is used load XML files. With a member functions the URL of the file is defined and there is also an event member function ***onreadystatechange*** that gets fired when the file has been loaded, i.e. an anonymous function will be called. This function is inside the function that instantiates XMLHttpRequest and member functions and attributes are available like for instance ***readyState*** and ***status***. For the jazz web applications almost only XML files are loaded and then an XML object is created with the XMLHttpRequest member function ***responseXML***.

From here comes the well-known error message (status=) 404 when the file can’t be loaded.

The anonymous function in the jazz applications aways calls a ***callback-function***. For the Homepage all season programs XML file are recursively called

**Asynchronous jQuery function $.post**

jQuery is a huge library of JavaScript functions. With the $ sign and a point is a function of the library called. The function ***post*** is one of them.

After the $ sign normally a selector is set to define the HTML elements that the function shall perform ‘action’ on. Such functions have not been used in the jazz applications. In other applications probably hide, fade, slide, ,, are used.

jQuery function post is an AJAX (Asynchronous JavaScript and XML) function that loads data in the background. AJAX functions are differently implemented in different browsers. Therefore the use of jQuery makes sense.

Another AJAX function ***load*** could have been used in the jazz applications to load an HTML element like for instance a <div> with the content of a text file.

The jQuery ***$.get*** is an alternative to the XMLHttpRequest function described above for requesting data from the server.

The jQuery function ***$.post*** submits data that shall be processed by PHP functions on the server. In the jazz applications this function is used to create (save XML) files where the submitted data is the content of the created file and the URL for the file. Also moving, deleting and copying files are made with the $.post function.

Syntax ***$.post(URL, data, callback);***

Parameter ***URL*** is the requested PHP file that processes the data

The optional parameter ***data*** are object properties written as name:value pairs separated by commas within curly braces {}. Example:

person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};

The optional parameter ***callback*** is the name of the function that will be called when the data has been processed by the PHP function. The callback function shall be defined with two parameters ***(exec\_data, exec\_status)***. The ***exec\_data*** contains data (text) written with the PHP function ***echo***. The ***exec\_status*** is a string and in the jazz applications it is checked that it has the value ***success***. But please note that success means that the PHP function could be executed. It does not mean that for instance that a file could be created. In the jazz applications therefore the ***exec\_data*** is used to send own defined error codes. There must be some better way …. TODO

The syntax is simple: $.post(URL,data,callback); But the implementation looks very complex since the callback function is implemented as an anonymous function. There are so many parentheses, commas and curly braces…

Important to note is $.post that it is an asynchronous function that runs in the background. If there are other statements after the call of $.post these will be executed without waiting for $.post to finish.

In the jazz applications the $.post functions is not called directly. There is always another function calling it. Please refer to class UtilServer.

The function UtilServer.saveFile returns true if the file was successfully created. This return value is actually not meaningful and must be implemented with async/await, i.e. the anonymous function sets a parameter and this parameter is returned. This option can be used in some cases but probably seldom. The normal use is that there is a callback function.

https://www.w3schools.com/js/js\_async.asp
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